**Reset Accumulator (8085 & 8086 microprocessor)**
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**1. Problem –** Write the 8085 instructions which reset the accumulator.

**Solution –** There are 4 instructions to reset the accumulator in 8085. These instructions are:
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| S.No. | MNEMONICS | COMMENT |
| --- | --- | --- |
| 1 | MVI A, 00 | A <- 00 |
| 2 | ANI 00 | A AND 00 |
| 3 | XRA A | A XOR A |
| 4 | SUB A | A <- A – A |

**Explanation –**

1. **MVI A, 00:** instruction copies 00 to A.
2. **ANI 00:** instruction performs bit by bit AND operation of source operand (i.e. 00) to the destination operand (i.e. the accumulator A) and store the result in accumulator A.
3. **XRA A:** instruction performs XOR operation between source operand and destination operand and store the result in the accumulator. Here, source and destination operand both are same i.e. A. Therefore, the result after performing XOR operation, stored in the accumulator is 00.
4. **SUB A:** operation subtracts the contents of source operand(here, source register is A) from the contents of accumulator and store the result in the accumulator itself. Since, the source and destination operand are same. Therefore, accumulator A = 00.

**2. Problem –** Write 8086 instructions which are used to reset accumulator.

**Solution –** There are 4 instructions in 8086 to reset the accumulator. These instructions are:

| S.No. | MNEMONICS | COMMENT |
| --- | --- | --- |
| 1 | MOV AX, 0000 | AX <- 0000 |
| 2 | AND AX, 0000 | AX <- AX AND 0000 |
| 3 | XOR AX, AX | AX <- AX XOR AX |
| 4 | SUB AX, AX | AX <- AX – AX |

**Explanation –** Register AX is used.

1. **MOV AX, 0000:** copies 0000 to AX.
2. **AND AX, 0000:** operation performs bit by bit ANDs the source operand (0000) to the destination operand and store the result in AX.
3. **XOR AX, AX:** performs the XOR operation in values of source register and destination register and store the result in AX. The source and destination operands, both are same. Therefore, AX = 0.
4. **SUB AX, AX:** operation subtracts the value of source operand from the value of destination operand and store the result in AX. Here, both the operands are same .Therefore, AX = 0.